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Abstract
We studied the course-long use of a program visualization tool called ViLLE in high school in Finland. The study was conducted in three consecutive instances of the first programming course. In the first two instances of the course, the students did not utilize ViLLE – except for a short session – while in the last instance students did ViLLE exercises throughout the whole course. The students who used ViLLE got significantly better results from the course’s final exam. This supports our hypothesis that program visualization can be an effective method in teaching programming, and indicates that we should continue developing program visualization methods to further enhance learning.
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1 Introduction
The difficulties of novice programmers in introductory courses are discussed in various studies (see McCracken et al. 2001, Lister et al. 2004, Tenenberg et al. 2005). In addition to the cognitive difficulties in learning, problems often arise from lack of resources in teaching. When courses are quite large, teachers or lecturers cannot pay enough attention to single students. Moreover, the time available for introductory courses is usually quite brief, forcing the teachers to advance to more complicated topics without a possibility to ensure the level of learning. Hence, the students often lack even the basic reading and writing skills after these introductory courses.

Program visualization (or program animation) is a method of illustrating the program behaviour in different states of the execution. Program visualization (PV) systems typically visualize the execution and program states (such as variable values, expression evaluation or object and function dependencies) with various graphical and textual components. Program visualization tools aim to enhance learning in two distinctive ways: firstly, a teacher can use such systems in lectures to illustrate the changes in program states during the execution of programs, and secondly, students can use tools independently to rehearse topics they found difficult. The potential benefit of independent use is the possibility to focus on more advanced topics in the lectures, and let the students rehearse the basics on their own. However, this scenario presents a couple of issues: firstly, how to encourage the students to use the tool independently, and secondly, how to pick a tool that can be used to produce learning results?

1.1 Integrating a visualization tool into a programming course
In order to gain the possible benefits from PV tools in the course they should be properly introduced and integrated into a course. Introduction should be done with enough care. In our earlier research (Laakso et al. 2008) we found out that the students who were properly familiarized with a visualization tool beforehand gained statistically significantly better learning results than the other students. Though it is likely that the familiarization will eventually happen during the course long use, the additional cognitive load of learning to use the tool itself may frustrate the students (even more since the students at the introductory phase usually have a lot of different systems and tools they need to adapt to). Hence, the introduction should be more than a mere link at the course web site and the graphical notation of the tool should be carefully explained to the students.

It is important to have a plan of what kind of role a visualization tool will have in a course. The tool can be used to replace or complement the traditional methods of teaching, however, some things that need to be considered are:

- What kind of topics will the tool be used for? Will it be fully integrated into all areas of teaching or used specifically to teach only some topics?
- What kind of “reward” will be awarded to students for using the tool? Lehtonen (2005) notes that getting in a top list of the best achievements can be enough motivation for students. Additional or alternative rewards can be, for example, extra points for the course grade or replacement of some of the course exercises with use of the tool. Though the improved learning should be a reward on itself, it often does not seem to be enough.
- How hard will it be for the teacher to mobilize the tool, and what kind of advantages (other than improved learning results) could be gained? Could the tool be used, for example, for the automatic assessment of exercises, what kind of statistics is available and so on?
In this article we present the results of a course long study of the program visualization tool called ViLLE. Earlier results from two-hour controlled studies on the effectiveness of ViLLE were encouraging. We consider it important to also study the effects of the tool while used throughout programming courses.

2 Related Work

Over the years, various program visualization tools have been developed, but there are very few studies on the effectiveness of such tools, and even less on their long-term effects on learning performance. In general, algorithm and program visualization tools are studied with qualitative methods; there are very few studies where the results are based on quantitative data.

Crescenzi and Nocentini (2007) describe a two-year experiment of integrating an algorithm visualization (AV) tool called ALVIE into a programming course. The course also included a textbook associated with the AV tool. They report no quantitative results, but student feedback was mainly positive.

Laakso et al. (2005) report an experiment in introducing a web-based AV system called TRAKLA2 (Malmi et al. 2004) to students at two universities. They report that the tool seems to be very useful as the midterm pass rates raised significantly after the tool was introduced, and it promoted student activity in the course. The student feedback was mainly positive.

Carlisle et al. (2005) used a flowchart based visualization tool called RAPTOR in introductory computing courses and found out that students using the tool got better results from two questions in the final exam when compared with the earlier course where the tool was not utilized. However, they also got worse results from the third question in the exam.

Ben-Bassat Levy et al. (2003) utilized a program visualization tool Jeliot 2000 (an earlier version of Jeliot3 (Moreno et al. 2004)) in a year-long course. They conclude that since the control group had so little room for improvement, the quantitative data only shows improvement in the animation group (the group that used the tool).

Stasko (1997) studied the effects of the visualization tool called Samba, which students used in building their own visualizations. No quantitative data was presented, but student feedback indicated that students thought that they understood algorithms well. Moreover, according to an informal measure by the writer, in the final exam the students answered nearly perfectly to questions regarding the algorithms they had built earlier.

Brown and Sedgewick (1984) describe the use of Balsa AV tool in an introductory course and in an algorithm and data structures course. It was found out that the students understood algorithms in less time compared with traditional teaching methods.

3 ViLLE

In this section we present the tool and describe some earlier results from the studies about ViLLE’s effectiveness.

3.1 Features

ViLLE is a program visualization tool which illustrates the changes in a program’s states with various graphical
and textual components. The tool combines visualizations with the automatic assessment of program code reading exercises. Using ViLLE, a teacher can create example sets and include questions (multiple choice and graphical array questions in the version were used in this research) which the students answer during the execution of the example programs. As we have previously stated (Kaila et al., 2009a), mere visualizations are not enough to have a substantial effect on learning. Providing questions engages students to perform at the active level of learning.

Some of ViLLE’s key features are:

- Possibility to visualize programs with various programming languages. Several syntaxes are included and the teacher can define new syntaxes with the built-in syntax editor.
- Flexible controls of animation: students can execute the program step by step or continuously in adjustable speed. Stepping backwards is also possible – a feature that is not commonly included in such tools.
- A built-in question editor which allows the teacher to attach questions in the chosen points in the example program. The current version includes also coding and code shuffling exercises; however, these were not in use in the version used in this research.
- Flexibility and ease of use both for teachers and students.

Complete list of ViLLE’s features can be found at tool’s website, at http://ville.cs.utu.fi.

3.2 Motivation for developing ViLLE

Although other program visualization systems have been developed (see section 2), they seem to lack some features we found necessary for such system:

- The tool should have support for various programming languages instead of focusing on one particular language.
- Visualizations should always be combined with exercises to actively involve students.
- The tool should support the creation of new exercises and visualizations. The process should be as straightforward as possible to encourage teachers to develop their own materials.

These features were the basis for the development of ViLLE.

3.3 Previous Studies

We have previously conducted series of experiments about the effectiveness of ViLLE in various studies. In this section we present the most significant results of those studies.

The effectiveness of ViLLE was studied at University of Turku, in a course called “Introduction to information technology”. Seventy two students participated in the study, randomly divided into two groups: 32 in the treatment group and 40 in the control group. At the beginning of the session all students took a pre-test, which measured their earlier programming knowledge. After the pre-test the students rehearsed the programming concepts with a web-based tutorial. In addition, the treatment group could visualize the examples in a ViLLE tutorial. After this, a post-test was arranged to measure the learning effects. Both groups performed significantly better at the post-test, but no significant differences between the groups were found. However, when students’ earlier programming experience was taken into account, we found out that the difference between novices and experienced ones in the treatment group narrowed down and statistically disappeared during the session. Hence, we concluded that ViLLE is especially useful for novice programmers. The study is presented in detail in Rajala et al. (2008).

Following this, the study was extended so that there were three groups, each in a different engagement level (see Naps et al. 2002). The aim of the study was to find out whether we could confirm the hypothesis, which states that visualization tools can produce learning results only if used in active levels, i.e. the mere tracking of the visualizations is not enough. In addition to the earlier research, a third group was formed. This group (the viewing group, N=62) could control the animation of program executions, but had no other ways to actively take part in them. The responding group (N=32) had a full version of ViLLE in use, with multiple choice questions about examples activated. The results showed, that the difference between experienced and the novice programmers remained in the viewing group (as well as in the tutorial-only group, i.e. the no-viewing group). This confirms the earlier findings that ViLLE is especially useful for novices, but only if used in engagement level higher than viewing. The study is presented in detail in Kaila et al. (2009a).

Another study investigated whether prior experience in using a tool has an effect on learning results. The study was conducted in two instances of an introductory programming course in high school, with a session similar to the ones mentioned earlier in this section. The only difference between groups was that the (treatment group, N=62) was familiarized with ViLLE before the session was arranged. There were no statistically significant differences between the groups in the pre-test. However, in the post-test a statistically significant difference was found: the treatment group outperformed the control group in shared questions (i.e. the questions that were similar in pre- and post-tests) and in all questions. Based on the results we can conclude that the earlier experience of the tool has a significant effect on learning results, a fact that should be taken into account when arranging such studies. The study is presented in detail in Laakso et al. (2008).

Next we arranged a study to find out if the learning effects of ViLLE can be further enhanced by using the tool in collaboration with other student. The students were randomly divided into two groups: the students in treatment group (N=62) used ViLLE in collaboration with other students, while the students in the control group (N=50) used it alone. The results confirmed our previous findings: all students’ succeeded statistically significantly better in the post-test, thus proving that it is possible to teach basic programming concepts effectively with ViLLE, even in such short time (45 minutes).
there were no differences between the groups in the pre-test, a significant result was found in the post-test. This supports the earlier findings of Laakso et al. (2009), that collaboration is highly beneficial when using a visualization tool. The study is presented in detail in Rajala et al. (2009).

In addition to all quantitative tests proving that ViLLE is beneficial in learning, we also wanted to find out what students think about the tool. We gathered students’ opinions at the course “Introduction to information technology” at our university. The students had used ViLLE throughout the course, with more than 10,000 exercises taken. 114 students answered the questionnaire, consisting of questions about the features, usability and usefulness of the tool. Based on the answers, most of the students think that ViLLE is beneficial when learning the basic programming concepts. Some students even thought that they learned better using ViLLE than with traditional learning methods (exercises, demonstrations and lectures). However, some students think that the best way to use such tool would be to integrate it with more traditional forms of teaching. The study is presented in detail in Kaila et al. (2009b).

In this study, in contrast to our earlier studies, we wanted to examine the effects of a visualization tool when used throughout a programming course. Since the long-term effectiveness of program visualization is rarely studied, and since we have found encouraging results from two-hour sessions, we find this very relevant topic of interest.

4 Research
The effectiveness of ViLLE was studied in three consecutive high school programming courses. In the first two course students used ViLLE only in a two hour lab session at the beginning of the course. In the third course students used ViLLE throughout the course. The idea was to find out what kind of effects program visualization has on learning programming when used throughout the course.

4.1 Method
The experiment was a between subject design with a pre-test and final exam results (dependent variable). We had one between-subject factor (independent variable): the amount of usage of ViLLE.

4.2 Materials
All course material was distributed via the course learning management system Moodle (Dougiamas & Taylor 2003). The material included background theory, code examples, and coding exercises for each topic taught. Python was used as the teaching language.

In the third week of the courses, a computer lab session was arranged where students rehearsed programming concepts with a programming tutorial. In the tutorial some programming concepts (variables, selection, loops, and methods) were shortly explained and students solved included ViLLE exercises. At the beginning of the course, before the lab session, students were familiarized with the syntax of Python, variables, user input and selection statements. The session begun with students answering a pre-test (see Appendix A), which included three questions about selection, loops and methods, and ended with a similar post-test. The results from these sessions are presented in Laakso et al. (2008).

The final exam was divided into two parts (see Appendices B and C). The first part included five code reading exercises which were solved on paper. The exercises included selection statements, explaining the meaning of each line in a program, and what the program does, the number of short questions about syntactical features in Python, and explaining what certain code fragments do and writing down their output. When students returned the first part, they got three more coding exercises which were solved with computers. The coding exercises included writing a program that counts the average of an array, a program that asks a number from user and counts factorial of the number, and program that reads a file, and counts the line and word count inside the file. Each of the five questions in the first part of the exam was worth 6 points, while three coding exercises in the second part were worth 10 points each. Thus, the maximum score in the final exam was 60 points.

4.3 Participants
The participants were students from the high school of Kupittaa, a school that focuses on teaching information technology and media. There were two instances of the course in the fall 2007: in the first course there were 12 students and in the second there were 8 students, totalling 20 students in the non-ViLLE group; however, since there were two students, who took the course independently (i.e. they did not participate in lectures or other teaching, but merely took the final exam), and three students who dropped out from the course, the total number in non-ViLLE group becomes 15 (N=15). In the 2008 course the student count was 7 (the ViLLE group), because one student dropped out. The selection of the ViLLE group was randomized. The course was the first programming course in the curriculum for each student.

4.4 Procedure
All lessons in the programming courses were held in a computer lab. Each topic was first introduced by the teacher. After the introduction students solved exercises with the help of code examples and background theory. The teacher also did live-coding by explaining all his actions during the coding process to further clarify things.

The courses were identical in the following aspects:

- Both were taught by the same teacher.
- All materials were identical.
- Final exams were identical.

Hence, the only difference was that in the 2008 course students did visualization exercises with ViLLE throughout the course. When each programming concept was introduced, a number of ViLLE-exercises covering the concept were prepared for the students in the ViLLE group. The non-ViLLE group had similar program code examples included in the web material, but they could not visualize them. Hence, the time used in studying different programming topics was the same for both groups.
The starting level of students was measured with the pre-test (see section 4.2). Student performance was measured by comparing the final exam scores between the ViLLE and non-ViLLE groups. The results between the groups were analyzed with a two-tailed t-test. Levene’s test was used to calculate variances for all statistics to determine if the data holds equal or non-equal variances.

5 Results

In this section we present the results on the research question "is there any difference in learning when ViLLE is used throughout the course".

In addition, correlations between previous math and computer science (CS) knowledge and success in reading and writing exercises are presented.

5.1 Previous knowledge

Participants’ previous programming knowledge was determined by reviewing their earlier success in CS and math studies, and by comparing their scores in the pre-test of the computer lab session. CS and math grades are presented in Table 1. The table includes averages (on the scale of 4 to 10), standard deviations (in parentheses) and p-values of the t-test between groups.

<table>
<thead>
<tr>
<th></th>
<th>Non-VILLE group (N=9)</th>
<th>VILLE group (N=14)</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Math</td>
<td>6.56 (1.82)</td>
<td>7.53 (1.35)</td>
<td>0.278</td>
</tr>
<tr>
<td>CS</td>
<td>7.83 (1.15)</td>
<td>8.54 (1.10)</td>
<td>0.254</td>
</tr>
</tbody>
</table>

Table 1: Participants’ Math and CS grades

In math studies the grades are presented for the three first advanced math courses, and naturally for only those students who took these courses (because of this the table does not include all students). Similarly, CS studies reported in the table include two first introductory courses. The courses were the same for all the students. As seen as the table, no statistically significant differences were found between the groups.

The results of the pre-test in the computer lab session were analyzed similarly (see Table 2). The ViLLE group performed better in the absolute scale (10.83 vs. 7.79 on the scale of 0 to 30), but no statistically significant differences were found (p-value 0.430). In both groups there was on student who could not participate in the pre-test, but did the final exam (thus the N-values). Based on the results we can conclude that there were no significant differences between the groups’ programming knowledge before taking the course.

<table>
<thead>
<tr>
<th></th>
<th>Non-VILLE group (N=14)</th>
<th>VILLE group (N=6)</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Q1</td>
<td>5.35 (2.53)</td>
<td>6.50 (3.89)</td>
<td>0.529</td>
</tr>
<tr>
<td>Q2</td>
<td>1.64 (2.50)</td>
<td>2.16 (3.92)</td>
<td>0.721</td>
</tr>
<tr>
<td>Q3</td>
<td>0.79 (0.80)</td>
<td>2.17 (3.87)</td>
<td>0.425</td>
</tr>
<tr>
<td>Total</td>
<td>7.79 (4.34)</td>
<td>10.83 (8.38)</td>
<td>0.430</td>
</tr>
</tbody>
</table>

Table 2: Pre-test results

5.2 Final exam scores

Learning effects on the course were measured with final exam results. The exam consisted of five code reading (Q1-Q5) and three code writing (QW1 – QW3) exercises (see section 4.2 for details). Results are presented in Table 3.

<table>
<thead>
<tr>
<th></th>
<th>Non-VILLE group (N=15)</th>
<th>VILLE group (N=7)</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Q1</td>
<td>3.73 (2.12)</td>
<td>4.43 (2.15)</td>
<td>0.484</td>
</tr>
<tr>
<td>Q2</td>
<td>3.13 (1.19)</td>
<td>4.14 (1.46)</td>
<td>0.098</td>
</tr>
<tr>
<td>Q3</td>
<td>2.67 (1.59)</td>
<td>4.07 (1.74)</td>
<td>0.075</td>
</tr>
<tr>
<td>Q4</td>
<td>4.73 (1.44)</td>
<td>6.00 (0.00)</td>
<td>0.004</td>
</tr>
<tr>
<td>Q5</td>
<td>1.27 (1.67)</td>
<td>3.00 (2.16)</td>
<td>0.052</td>
</tr>
</tbody>
</table>

Table 3: Final exam results

As seen on Table 3, ViLLE group performed statistically significantly better in Q4 (t (20) = -2.301), in total of reading questions (t (20) = -2.294), total of writing questions (t (20) = -2.084) and in combined total score (t (20) = -2.339); moreover, the difference in QW2 was almost significant. Since the Q4 was a question about function calls, ViLLE’s visualization of functions seemed to be especially helpful.

In absolute scale and by looking the p-values of different questions, it seems that only in Q1 and QW3 groups performed somewhat similarly. Q1 was about if-statement, a topic already presented in the course before the lab session. That might be one reason why students got good results from a similar assignment in the pre-test (see table 2). QW3 was about reading a file, which is not possible to visualize in ViLLE, and thus the topic was taught similarly to both groups. In all other questions the trend was favouring the ViLLE group.

5.3 Correlations between math and CS grades and total scores

Finally, we wanted to examine correlations between students’ grades and the scores of reading and writing sections on the final exam. Math and CS grades had medium correlation with reading exercises (0.699, p < 0.01 and 0.557, p < 0.05, respectively) and strong correlation with writing exercises (0.781, p < 0.01 and 0.725, p < 0.01). Since the CS course grades were from introductory courses, and did not include any programming, we suggest that the grades actually depict more about students’ motivation than actual programming knowledge. The pre-test results (see section 5.1) support this. The quite low averages indicate that students’ programming skills were rather poor before taking the course.

Another interesting aspect is the strong correlation between reading and writing exercise points in the final exam (0.776, p < 0.001). This seems to be in line with the
findings by Lopez et al. (2008) which state that there is a strong correlation between students’ tracing and writing skills.

6 Discussion
The results show that the group that used ViLLE throughout the course got statistically significantly better results from the final exam in total scores, reading total, writing total, and in question 4 in the reading exercises. Hence, ViLLE seems to be beneficial in tracing program code. Since the question 4 was about functions, ViLLE seems the most helpful when tracing the execution between the main program and subprograms. Remarkably, all students in the ViLLE group got full points from the question. Moreover, there was a trend favoring the treatment group in absolute scale in all questions, although in Q1 and QW3 the groups performed quite similarly. Based on the results, ViLLE also seems to help in developing program writing skills. Cronbach’s alpha value 0.866 calculated for the questions in the final exam indicate high reliability.

It is hard to estimate how other factors influenced the results. Although the materials in the courses were identical and the courses were taught by the same teacher, the teacher might have had more experience in teaching the course in the spring. Moreover, the group sizes were quite small, and it is impossible to isolate all the factors that influence the learning in a six-week course. One confounding factor might be the randomization of groups; although the ViLLE group was selected randomly, the courses were taught in different semesters.

However, since the difference between the non-ViLLE and ViLLE groups was so substantial in total points, and all our previous studies indicate that ViLLE has a positive effect on learning, we can conclude that ViLLE is beneficial when learning basic programming skills.

It seems that the biggest advantage of ViLLE is the possibility to offer lots of program code reading exercises to students. Students get direct feedback on their success from the tool. This is especially helpful in mass courses where the teacher does not have enough time to address each student individually, but also applicable in courses with fewer students; the teacher can not always help all students that need guidance, no matter how few there are. The feedback given by the tool helps students understand some concepts by themselves and the teacher is freed from having to repeatedly answer basic questions. Even if the feedback from a tool is not as good as personal feedback from the teacher, students still get useful information on the events occurring in the program. Moreover, they can retake examples as many times as they see necessary – thus, the tool can be very helpful in ensuring that all the concepts taught are sufficiently rehearsed.

7 Conclusions
We conducted a study on the effects of course-long use of a program visualization tool in a high school in Finland. The results indicate that the students who used the tool throughout the course got significantly better results on their final exam. The difference was significant in all total scores, which indicates that program visualization is a highly beneficial method of teaching basic programming concepts. This confirms our earlier findings from controlled two hour sessions. Moreover, we could confirm our other earlier finding that ViLLE is especially useful when tracing the execution of function calls. In future we plan to retake a similar study at the university level, and study the effects of new features (mainly code sorting and coding exercises) of ViLLE.
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Appendix A: Pre-test

The pre-test consisted of three assignments: in each assignment a block of program code was presented, and the students were asked to either write down the output (assignments 2 and 3) or variable values in different states of execution (assignment 1).

Assignment 1:

```java
a = 2
b = 2
c = a
d = b
if c < a:
    c = c + 2
    d = d - 1
if c > a:
    c = c - 2
    d = d + 1
c else:
    d = d - 1
if c > a:
    c = c / 2
else:
    c = c + 1
y = x + 1
z = y + 1
w = w + 1
print w
print y
```

Assignment 2:

```java
x = 1
y = 4
while (int)y) < 30:
    if x < y:
        x = y + 5
    else:
        y = y + 3
    z = z + 1
print x
print y
```

Assignment 3:

```python
def main():
    n = 6
    while n > 2:
        print n, "Hi", f(n)
        n = n-1
    print n, "Bye", f(n)

def f(n):
    if n >= 5:
        return 2*n
    return n+14
```
Appendix B: Final exam, part 1

Q1: What are the values of variables a, b, c and d after the execution of this program?

```python
a = 0
b = 5
c = 7
d = 10
if c < d and a < c:
    a = a + b
    b = c - 1
d = d - a
if d == b or d == c:
    d = d * 2
c = c / 2
b = b * a
elif not(a > b and d > c):
    a = a + 2
    b = b + 3
d = d - c
else:
    a = b
    b = c
c = d
d = d * 2
```

Q2: Add comments to each line of the following program. Finally, explain what the whole program does.

```python
list = [0,0,0,0,0]
i = 0
while i < len(list):
    try:
        list[i] = input('Give a number: ')
        i = i + 1
    except Exception:
        print 'That is not a number!'
result = list[0]
for j in list:
    if j < result:
        result = j
print result
```

Q3:

a) What command is used to include functions square() and pow() from module math?

b) What is the value of variable a after this statement is executed: `a = len('exam') + (2 * len('answer'))`?

c) When using the functions declared in a) and b), what is the output of this line?

```python
print second(first(3,2),first(2,2),7)
```

d) What is the output of this program?

```python
s = {'three' : 3,'five' : 5, 'four' : 4, 'two' : 2}
print s['four'] 0 s['two']
```

e) What is the output of this program?

```python
i = 2
while i < 10:
    if i % 2 == 0:
        i = i + 1
    break
    print i
    i = i + 1
```

Q4:

a) What does this function do?

```python
def first(nmbr1,nmbr2):
    if nmbr1 <= nmbr2:
        return nmbr1 ** nmbr2
    else:
        return nmbr2 ** nmbr1
```

b) What does this function do?

```python
def second(nmbr1,nmbr2,nmbr3):
    if nmbr1 < nmbr2 and nmbr1 < nmbr3:
        return nmbr1
    elif nmbr2 < nmbr1 and nmbr2 < nmbr3:
        return nmbr2
    else:
        return nmbr3
```

c) When using the functions declared in a) and b), what is the output of this line?

```python
print second(first(3,2),first(2,2),7)
```

Q5: Function foo() is declared and called in program. What is the output of the program?

**Function:**

```python
def foo(a, b):
    result = 0
    while a < b:
        a = a + 1
        print a + b
        result = result + a
    return result
```

**Program:**

```python
first = foo(2,4)
second = foo(5,3)
if first < second:
    print foo(first, second)
else:
    print foo(second, first)
```
Appendix C: Final exam, part 2

Q1: Define function `average()`, which gets a list as a parameter and calculates and returns the average of the values in the list. Example of usage:

```python
list = [2, 3, 3, 4, 7]
print "The average is:", average(list)
```

The output of the example above would be:

The average is 3.8

Q2: Write a program that asks for a number and prints out the factorial of that number. Use exception handling to ensure that a number is given. Factorial of e.g. number 5 is calculated like this: 5 * 4 * 3 * 2 * 1 = 120. Example run:

```
Give a number: 6
The factorial of number 6 is 720
```

Q3: Write a program that reads a file and prints out the number of rows and words in that file. For example, for a file:

```
This is a file
There is more text here
And even more here
```

The output would be:

There are 3 rows and 13 words in the file.

Create a file `test.txt` to test your program. The words can be calculated with `split()` function, which can be used to split a string around spaces.